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**Introduction:**

SINGULAR VALUE DECOMPOSITION (SVD) is an effective tool for minimizing data storage and data transfer. The singular value decomposition of an m×n matrix M is a factorization of the form M=UΣV\* where U is a m×m unitary matrix, Σ is an m×n rectangular diagonal matrix with non-negative numbers on the diagonal, and V\* is the transpose of a unitary matrix V. The objective of this part of the project is to understand how SVD works and the application of SVD to image compression.

Principal component analysis (PCA) is a very popular technique for dimensionality reduction. Given a set of data on “n” dimensions, PCA aims to find out a linear subspace of dimension “d” lower than “n” such that data points lie mainly on this linear subspace. Such a reduced subspace attempts to main most of the variability of the data. The linear subspace can be specified by “d” orthogonal vectors that form a new coordinate system called the principal components. These principal components are orthogonal. The objective of this part is to understand how PCA works, the connection between SVD and PCA, and the application of PCA to dimensionality reduction.

**Implementation:**

The Program has been implemented basically in 4 steps as follows:

**Step1:** Converting decimal pgm values to ascii values:

1. Initially the pgm file contains decimal values. The first part of the project is where the decimal values are further converted to Binary values and then to ascii values to reduce the data storage. We finally store the ascii values in a pgm file.

Storing the height, width, greyscale and remaining values in bytes:

1. The width is saved in 2 bytes and height are saved in 2 bytes and the greyscale value is saved using 1 byte and the total number of pixels are saved in rows (m) \* columns (n) bytes.

**TestCase1**: mona\_lisa.pgm

To store the entire matrix

250 360

255

……………

We store them in 250 in 2 bytes and 360 in 2 bytes and 255 in 1 byte and the total rows and columns in 250\*360=90000 bytes so therefore the total 90000+2+2+1=90005 bytes.

**Output:**

|  |  |
| --- | --- |
|  |  |

Figure 1: The image size comparison between original image and ascii image.

**Time** **Complexity:** The Time Complexity for this O(n²) since we traverse through each row and column to store in a matrix and then we have O(n²) to convert each row and column to ascii values storing each row and column and greyscale values it takes O(1) time therefore the time complexity for this matrix would be O(n²).

|  |  |  |
| --- | --- | --- |
| **File Size** | **Need to compressed** | **Compressed File size** |
| 360761 bytes | 90005 bytes | 90005 bytes |
| 519 bytes | 173 bytes | 173 bytes |
| 1191978 bytes | 262149 bytes | 262149 bytes |
| 299466 bytes | 65541 bytes | 65541 bytes |

**Table 1:** Illustrates the file compression for various files.

**Step2:** Convert this binary file to ascii file:

In Step2 we would convert the ASCII image file back to the original decimal image file.

**Time Complexity**: The Time Complexity for this O(n²) since we traverse through each row and column to convert to each ASCII pixel back to binary and then we have O(n²) to convert each row and column to decimal values storing each row and column and greyscale values it takes O(1) time therefore the Time complexity for this matrix would be O(n²).

**Step 3:** Storing the necessary information for the given SVD and header file based on rank.

1. Given the SVD and Header file we store the values in three separate matrices.
2. We then Transpose V to get V^T.
3. We store the row, column and rank from the header file into a image\_b.pgm.SVD file.
4. We convert the U, S and V^T matrices to ascii and store them in the image\_b.pgm.SVD file.
5. Here we will use 2 bytes for row , column and rank each, 3 bytes for S values and 2 bytes for U and V^T matrices.

![](data:image/png;base64,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)

**Figure 2**: The USV^T matrices to store the matrices in ASCII format along with their respective rows and columns.

JAMA is a basic linear algebra package for Java. It provides user-level classes for constructing

and manipulating real dense matrices. It is meant to provide sufficient functionality for routine

Problems, packaged in a way that is natural and understandable to non-experts. It is mainly comprises of 6 Java classes Matrix, CholeskyDecomposition, LUDecomposition, QRDecomposition, SingularValueDecomposition and EigenvalueDecomposition.

**Step 4:** Converting the image back to the original image.

1. We read the row, column and rank from the ascii file.
2. Then read the U, S and V^T to the matrices.
3. We are using Jama jar file to multiply the matrices.

**TESTCASES:**

**Test Case 1:**

|  |  |
| --- | --- |
| C:\Users\Shashank\Desktop\pic outputs\moriginal.PNG  Original Image | C:\Users\Shashank\Desktop\pic outputs\moriginal_dup.PNG  Rank: 256 |
| **Rank : 150** | **Rank: 20** |

**Test Case 2:**

|  |  |
| --- | --- |
| C:\Users\Shashank\Desktop\pic outputs\cuporiginal.PNG | C:\Users\Shashank\Desktop\pic outputs\kduplicate.PNG |

**Time complexity:**

We need to multiply the Matrices U, S and V^T so multiplying these matrices will take O(n³) complexity.

**Individual Contribution:**

* Program 1 : Shashank Reddy and Vandana
* Program 2: Shashank Reddy and Vandana
* Program 3: Sukesh and Rishi
* Program 4: Sukesh and Rishi
* PCA : Sukesh , Vandana , Shashank and Rishi
* Documentation and presentation: Sukesh , Vandana , Shashank and Rishi

**Problems faced:**

While implementing we need to save the USV values in a file after converting to ascii values but we need to precise the value of U, S and V^T so we have rounded up up to 2 decimal value after the dot. Values which have exponent when read as integer the value is not getting converted into its original form so we need to read them as double and then convert them back to string.

**Conclusion:**

We have implemented the two parts of the project successfully and have compressed the image and have obtained the original image back. We have checked for the compressed image size with the original image.
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